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Preface

The aim of this book is to teach computer programming using examples from math-
ematics and the natural sciences. We have chosen to use the Python programming
language because it combines remarkable expressive power with very clean, simple,
and compact syntax. Python is easy to learn and very well suited for an introduction
to computer programming. Python is also quite similar to MATLAB and a good
language for doing mathematical computing. It is easy to combine Python with
compiled languages, like Fortran, C, and C++, which are widely used languages for
scientific computations.

The examples in this book integrate programming with applications to mathe-
matics, physics, biology, and finance. The reader is expected to have knowledge
of basic one-variable calculus as taught in mathematics-intensive programs in high
schools. It is certainly an advantage to take a university calculus course in parallel,
preferably containing both classical and numerical aspects of calculus. Although
not strictly required, a background in high school physics makes many of the ex-
amples more meaningful.

Many introductory programming books are quite compact and focus on listing
functionality of a programming language. However, learning to program is learning
how to think as a programmer. This book has its main focus on the thinking pro-
cess, or equivalently: programming as a problem solving technique. That is why
most of the pages are devoted to case studies in programming, where we define a
problem and explain how to create the corresponding program. New constructions
and programming styles (what we could call theory) is also usually introduced via
examples. Particular attention is paid to verification of programs and to finding
errors. These topics are very demanding for mathematical software, because the
unavoidable numerical approximation errors are possibly mixed with programming
mistakes.

By studying the many examples in the book, I hope readers will learn how to
think right and thereby write programs in a quicker and more reliable way. Re-
member, nobody can learn programming by just reading – one has to solve a large
amount of exercises hands on. The book is therefore full of exercises of various
types: modifications of existing examples, completely new problems, or debugging
of given programs.

To work with this book, I recommend using Python version 2.7. For Chaps. 5–9
and Appendices A–E, you need the NumPy and Matplotlib packages, preferably
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vi Preface

also the IPython and SciTools packages, and for Appendix G, Cython is required.
Other packages used in the text are nose and sympy. Section H.1 has more infor-
mation on how you can get access to Python and the mentioned packages.

There is a web page associated with this book, http://hplgit.github.io/scipro-
primer, containing all the example programs from the book as well as information
on installation of the software on various platforms.

Python version 2 or 3? A common problem among Python programmers is to
choose between version 2 or 3, which at the time of this writing means choosing
between version 2.7 and 3.5. A common recommendation is to go for Python 3,
because this is the version that will be further developed in the future. However,
there is a problem that much useful mathematical software in Python has not yet
been ported to Python 3. Therefore, Python version 2.7 is the most popular version
for doing scientific computing, and that is why also this book applies version 2.7.

A widely used strategy for software developers who want to write Python code
that works with both versions, is to develop a common version for Python 2 and 3.
For the programs in this book, a common version can easily be produced by first
developing for version 2.7 and then automatically convert the code by running the
futurize program. Section 4.10 demonstrates how this is done in simple cases.

The Python 2.7 code in this book sticks to all modern constructions that are
backported from version 3 such that the code becomes as close as possible to the
equivalent Python 3 code. At any time, you can just run futurize to see the differ-
ences between your Python 2.7 version and the corresponding Python 3.5 version.

Contents Chapter 1 introduces variables, objects, modules, and text formatting
through examples concerning evaluation of mathematical formulas. Chapter 2
presents programming with while and for loops as well as lists, including nested
lists. The next chapter deals with two other fundamental concepts in programming:
functions and if-else tests.

How to read data into programs and deal with errors in input are the subjects of
Chap. 4. Chapter 5 introduces arrays and array computing (including vectorization)
and how this is used for plotting y D f .x/ curves and making animation of curves.
Many of the examples in the first five chapters are strongly related. Typically, for-
mulas from the first chapter are used to produce tables of numbers in the second
chapter. Then the formulas are encapsulated in functions in the third chapter. In
the next chapter, the input to the functions are fetched from the command line, and
validity checks of the input are added. The formulas are then shown as graphs in
Chap. 5. After having studied Chaps. 1–5, the reader should have enough knowl-
edge of programming to solve mathematical problems by what many refer to as
“MATLAB-style” programming.

Chapter 6 explains how to work with dictionaries and strings, especially for in-
terpreting text data in files and storing the extracted information in flexible data
structures. Class programming, including user-defined types for mathematical com-
putations (with overloaded operators), is introduced in Chap. 7. Chapter 8 deals
with random numbers and statistical computing with applications to games and
random walks. Object-oriented programming, in the meaning of class hierarchies
and inheritance, is the subject of Chap. 9. The key examples here deal with building
toolkits for numerical differentiation and integration as well as graphics.
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Appendix A introduces mathematical modeling, using sequences and differ-
ence equations. Only programming concepts from Chaps. 1–5 are used in this
appendix, the aim being to consolidate basic programming knowledge and apply
it to mathematical problems. Some important mathematical topics are introduced
via difference equations in a simple way: Newton’s method, Taylor series, inverse
functions, and dynamical systems.

Appendix B deals with functions on a mesh, numerical differentiation, and nu-
merical integration. A simple introduction to ordinary differential equations and
their numerical treatment is provided in Appendix C. Appendix D shows how a
complete project in physics can be solved by mathematical modeling, numerical
methods, and programming elements fromChaps. 1–5. This project is a good exam-
ple on problem solving in computational science, where it is necessary to integrate
physics, mathematics, numerics, and computer science.

How to create software for solving ordinary differential equations, using both
function-based and object-oriented programming, is the subject of Appendix E. The
material in this appendix brings together many parts of the book in the context of
physical applications and differential equations.

Appendix F is devoted to the art of debugging, and in fact problem solving in
general. Speeding up numerical computations in Python by migrating code to C via
Cython is exemplified in Appendix G. Finally, Appendix H deals with various more
advanced technical topics.

Most of the examples and exercises in this book are quite short. However, many
of the exercises are related, and together they form larger projects, for example on
Fourier Series (3.21, 4.21, 4.22, 5.41, 5.42), numerical integration (3.11, 3.12, 5.49,
5.50, A.12), Taylor series (3.37, 5.32, 5.39, A.14, A.15, 7.23), piecewise constant
functions (3.29–3.33, 5.34, 5.47, 5.48, 7.19–7.21), inverse functions (E.17–E.20),
falling objects (E.8, E.9, E.38, E.39), oscillatory population growth (A.19, A.21,
A.22, A.23), epidemic disease modeling (E.41–E.48), optimization and finance
(A.24, 8.42, 8.43), statistics and probability (4.24, 4.25, 8.23, 8.24), hazard games
(8.8–8.14), random walk and statistical physics (8.32–8.40), noisy data analysis
(8.44–8.46), numerical methods (5.25–5.27, 7.8, 7.9, A.9, 7.22, 9.15–9.17, E.30–
E.37), building a calculus calculator (7.34, 9.18, 9.19), and creating a toolkit for
simulating vibrating engineering systems (E.50–E.55).

Chapters 1–9 together with Appendices A and E have from 2007 formed the core
of an introductory first semester bachelor course on scientific programming at the
University of Oslo (INF1100, 10 ECTS credits).

Changes from the fourth to the fifth edition Substantial changes were introduced
in the fourth edition, and the fifth edition is primarily a consolidation of those
changes. Many typos have been corrected and many explanations and exercises
have been improved. The emphasis on unit tests and test functions, especially in
exercises, is stronger than in the previous edition. Symbolic computation with the
aid of SymPy is used to a larger extent and integrated with numerical computing
throughout the book. All classes are now new-style (instead of old-style/classic as
in previous editions). Examples on Matplotlib do not use the pylab module any-
more, but pyplot and MATLAB-like syntax is still favored to ease the transition
between Python and MATLAB. The concept of closures is more explicit than in
earlier editions (see the new Sect. 7.1.7) since this is a handy and popular construc-
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tion much used in the scientific Python community. We also discuss the difference
between Python 2 and 3 and demonstrate how to use the future module to write
code that runs under both versions.

The most substantial new material in the fifth edition appears toward the end of
Chap. 5 and regards high-performance computing, linear algebra, and visualization
of scalar and vector fields. Although this material is not used elsewhere in the book,
many readers have requested basic recipes when going from one to two variables
or from vectors to matrices later when solving more advanced problems and using
the book as their programming reference. The new matrial in Chap. 5 was written
jointly with Dr. Øyvind Ryan.
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